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Context: Software testing is a critical aspect of the software development lifecycle, yet it remains underrepresented in academic
curricula. Despite advances in pedagogical practices and increased attention from the academic community, challenges persist in
effectively teaching software testing. Understanding these challenges from the teachers’ perspective is crucial to aligning education
with industry needs.

Objective: To analyze the characteristics, practices, tools, and challenges of software testing courses in higher education, from the
perspective of educators, and to assess the integration of recent pedagogical approaches in software testing education.

Method: A structured survey consisting of 52 questions was distributed to 143 software testing educators across Western European
universities, resulting in 49 valid responses. The survey explored topics taught, course organization, teaching practices, tools and
materials used, gamification approaches, and teacher satisfaction.

Results: The survey revealed significant variability in course content, structure, and teaching methods. Most dedicated software testing
courses are offered at the master’s level and are elective, whereas testing is introduced earlier in less specialized (NST) courses. There
is low adoption of formal guidelines (e.g., ACM, SWEBOK), limited integration of non-functional testing types, and a high diversity in
textbooks and tools used. While modern practices like Test-Driven Development and automated assessment are increasingly adopted,
gamification and active learning approaches remain underutilized. Teachers expressed a need for improved and more consistent
teaching materials.

Conclusion: The study highlights a mismatch between academic practices and industry expectations in software testing education.
Greater integration of standardized curricula, broader adoption of modern teaching tools, and increased support for teachers through

high-quality, adaptable teaching materials are needed to enhance the effectiveness of software testing education.
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1 Introduction

Although software testing is essential for evaluating the quality of the final product, it often does not receive the
attention it deserves. This is due to the absence of a robust testing culture in IT and the lack of emphasis on software
testing in IT training, resulting in a shortage of skilled professionals in the testing industry.

Recently, the academic and scientific communities have paid increasing attention to software testing education by
launching various initiatives. The official ACM recommendations for CS, CE, and SE curricula, as well as the SWEBOK
[78], now devote more space to the different themes and aspects of software testing. These recommendations strive to
suggest essential topics for training future IT professionals. On the other hand, the scientific community has proposed a
multitude of innovative pedagogical approaches, teaching practices, techniques, and tools to effectively support learning
software testing [43] [83] [62].

However, despite these efforts, there are still considerable challenges in teaching software testing [6]. Some examples
of challenges that still need to be addressed in this field include bridging the gap between theory and practice, taking
into account the real learning needs of students, finding solutions to engage them in learning software testing, and
preparing them for their future careers by considering what is really needed by the industry.

To increase attention devoted to software testing and address this gap, it is essential to tackle the problem at its root:
the educational field. Specifically, a clear understanding of the current state of software testing education at various
levels is needed to better identify the gaps that must be addressed to integrate theory and practice.

When discussing education, two important viewpoints must be considered: those of students pursuing computer
science or related degrees and those of teachers instructing these courses. From a general perspective, student engage-
ment (e.g. with online course material [77] or in lab sessions [71]) holds high predictive power on students’ academic
success, as do course designs that target student motivation. Prior research investigating students’ needs in the context
of software testing suggests some possible changes to current teaching practices. For example, software testing students
desire more engagement through gamification, as well as diversification of teaching practices and tools [17]. Doorn et
al’s observation of students’ test case design approaches suggests that shifting from a rationalism-based paradigm to an
empiricism-based one is necessary to improve students’ software testing skills [27].

The software testing teacher’s perspective has been investigated both through local [58] and global surveys conducted
among researchers in the software testing field [56] and through a direct analysis of course curricula which were
classified according to testing topic taught, teaching approach used, courseware and other organizational aspects [9],
[76], [32], [12], [8], [45], [74]. Of particular interest is the study of Ardic et al. [8] that identifies gaps between education
and industry needs such as acceptance and security testing, as well as the study of Tramontana et al. [74] showing that
software testing courses are most often taught only at the master’s level and projects are used as (partial) assessment
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method in only 60% of courses. However, the aforementioned analyses limited their data collection to public course
pages, which typically only provide generic information, may not represent current teaching practices, and often lack
details on the educational tools used.

The aim of our research is to address the gap left by prior research on software testing education and to contribute

to the knowledge gaps in the following way:

e Surveying testing course instructors directly. Unlike the study by Melo et al. [56], which distributed its survey
globally to researchers— many of whom were not necessarily instructors— selected based on their authorship
of software testing conference papers, our survey specifically targeted software testing educators in higher
education, focusing on institutions in Western Europe.

o Gain deeper insights by collecting detailed information structured around the framework of teaching practices
and recommendations derived from the literature [43], including testing topics covered, teaching approaches,
learning objectives, adopted testing materials, and strategies for learning and evaluation.

e Collect the main issues, needs, and challenges experienced by teachers in teaching software testing. This

perspective has not yet been addressed in prior surveys.

The survey was released over the period from May 2023 to February 2024 to a total of 143 teachers and received 49
valid responses. The survey questions and the dataset of the collected answers are made publicly available!.

The remainder of this paper presents the survey study including its design, distribution, collected data and findings.
Section 2 reviews related work on secondary studies in software testing education and applied teaching practices.
Section 3 outlines the research questions and describes the steps taken in designing the survey, leading to the final set
of survey questions. Section 4 reports the survey results, while Section 5 analyzes their relation to recent literature.

Threats to validity are addressed in Section 6, and Section 7 concludes the paper with future research directions.

2 Related Works

For the related work of this paper we will consider three different sources. On the one hand we are interested in
understanding the current landscape of software testing education research. To do this we consider (1) secondary
studies on software testing education which have been published in recent years (subsection 2.1). These papers allow
us to identify challenges in the field and proposed approaches to tackle those. Based on a subset of these secondary
studies we then take a deeper dive into (2) teaching practices which have been proposed in the literature (subsection
2.2), as they are of particular interest for our paper with its focus on the integration between theory and practice. On
the other hand we are interested in understanding the teaching practices applied within current curricula for which we
identified papers that (3) investigated software testing courses curricula (subsection 2.3). This allows us to understand

the discrepancy between theory and practice in software testing education.

2.1 Secondary Studies in Software Testing Education

In recent years, a number of literature review studies have been published that specifically address the teaching of
software testing.

Scatalon et al. [61] synthesized the challenges of integrating software testing into introductory programming courses,
as reported by 158 papers, which included: (1) Determining how programming and testing should be connected and

delivered together; (2) Dealing with students who do not appreciate the value of software testing; (3) Determining

! Anoymized results from the survey, https://anonymous.4open.science/r/TeacherSurveyStudy-2B1D/
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how the testing activity should be conducted in programming assignments; (4) How to help students become better
testers; and (5) Choosing appropriate tools. The study also discussed possible solutions to the challenges addressed in
the literature.

Other systematic mapping studies examined the use of gamification in software engineering education and reported
their application in the context of software testing. Pedreira et al. in 2015 [59] reviewed the main gamification approaches
in the literature related to software engineering activities. They identified 29 primary studies published up to 2014, of
which only three focused specifically on gamification in software testing.

A more recent contribution on the same topic is provided by De Jesus et al. [23]. In 2021, they identified 15 different
studies proposing and experimenting with techniques and tools for software testing gamification in the context of
academic courses. The authors classified these studies according to the involved testing activities, levels, techniques,
tools, and the gamification goals and approaches employed.

The most recent and comprehensive secondary study on software testing education has been conducted in 2020 by
Garousi et al. [43]. This work presents a systematic literature mapping (SLM) that synthesizes the research published
by the education community between 1992 and 2019. Analyzing a pool of 204 scientific papers, the study reveals that
numerous pedagogical approaches, courseware, and specific tools for teaching software testing have been proposed in
the literature. We discuss some of the identified pedagogical approaches of this paper in more detail in the next section.
In addition, Garousi et al. showed that many challenges in testing education exists and provides insights on how to
possibly overcome those challenges. From the student perspective, (1) testing is often not well accepted by students
and perceived as boring, (2) students may face tool-specific challenges that can be overwhelming and (3) learning
software testing adds to their cognitive load. From the instructor perspective, (1) time and resource constraints often
limit the opportunity to teach testing effectively within programming courses, and (2) evaluating students’ test cases
frequently requires substantial manual effort, making assessment challenging and time-consuming. While Garousi et al.
[43] provided a high-level overview of software testing education, they did not investigate the practical application of
these research findings in actual university courses from the instructors’ point of view.

These secondary studies give an overview of pedagogical approaches and student-centered challenges, but lack
systematic data on the organizational characteristics and structural aspects of actual software testing courses. While
Garousi et al. [43] analyzed 204 papers on testing education, the focus remained on proposed approaches rather than
empirical data about course organization, credit allocation, or enrollment patterns. This gap informed our survey design,
particularly RQ1 (organizational characteristics) and RQ6 (teacher satisfaction), enabling us to gather systematic data

about the practical realities of course delivery from the instructor perspective.

2.2 Teaching Practices for supporting Testing Education

The work of Garousi et al. [43] provides a fundamental starting point for analyzing the state of the art in the education in
software testing described in the literature. This study shows that the top three types of contributions to software-testing
education made by the papers in this area are: Pedagogical approaches, Proposing a specific tool for testing education,

and Courseware / new course proposal. These are discussed in more detail in the following paragraphs.

2.2.1 Pedagogical approaches. Within the Pedagogical approaches category, the SLM extracted a number of beneficial
teaching practices that aim to overcome well-known issues and challenges in software testing education. One recom-
mended practice is to introduce testing and TDD early in introductory programming courses [24, 29] in order to help
students develop a correct mental model about software testing from the outset. Another practice involves the use of
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free, open-source, real-world projects [52], or software written by fellow students [20], to increase students’ motivation
by encouraging them to find and fix other people’s bugs rather than their own. A further practice, frequently reported
in the analyzed studies, is the adoption of active learning approaches [44], as opposed to traditional lecture-based
methods. Active learning provides students with opportunities to think critically about ideas through activities that
both deepen and challenge their understanding. It encourages them to engage actively with course materials, peers,
and instructors, in contrast to passive learning approaches that rely primarily on reading or listening to a “talking
head” style of instruction. According to Cattaneo [19], active learning activities can be classified into problem-based,

discovery-based, inquiry-based, project-based, and case-based learning.

2.2.2  Educational tools. Educational tools designed to support students in the learning process have also been widely
reported in the literature. Such tools can provide learners with practical experience and foster the acquisition of testing

techniques in engaging and motivating ways.

Interactive learning. A first category of educational tools are the ones implementing an environment to guide students
through a learning path, interactively, or with the support of machine learning techniques. As an example, when TDD
is used in an introductory course, WebIDE can guide the students through a pre-defined path of steps in order to force
them to write tests and specifications before implementing solutions [28]. Another interesting example is that of an
automated and interactive system designed to help students learn how to write better test cases, thanks to the feedback
they receive on their test cases [66]. The system gives clear examples of buggy implementations that their tests do not
detect.

Supported learning. Another category is that of tools offering facilities to support students in practicing testing in
laboratory settings. For example, Weikle et al. [79] proposed a framework that automatically does unit testing and
grading for an intermediate level systems course project. Similarly, Wen et al. [80] have proposed a software test

laboratory on a cloud platform. This platform provides rich functionalities such as developer testing.

Gamification. Finally, there are tools that exploit a gameful approach to better motivate students to practice testing.
Gamification has been defined as «the use of game design elements in non-game contexts» [25]. It seems to be a
promising approach to improve the experience of (learning about) testing, by trying to make testing a “fun” activity.
Two main categories of tools that exploit gamification have been proposed in the field of software testing education.
The former includes tools that implement a game with specific game dynamics, mechanics, and components that try to
stimulate students by means of challenges and competitions. They include typical gamification elements such as reward
points, badges, avatars, and leader boards in a learning environment. The latter includes tools that offer a simulation/
education game where students can practice testing on small/ toy examples. Bug Hunt, for instance, is a web-based
environment that contains four introductory lessons on testing terminology, black and white box techniques, and testing
automation and efficiency [30]. It incorporates challenges in each lesson and provides immediate feedback to promote
engagement while students practice the application of fundamental testing techniques. It provides a complete and
automatic assessment of student performance to reduce the instructor’s load. Other examples include HALO (Highly
Addictive sociaLly Optimized Software Engineering) [14], Code Defenders [35], Testing Game [47] and GAMFLEW
[65].

2.2.3 Courseware. Among the various courseware materials used in software testing education, those designed for
assessment play a particularly important role. Assessing the students’ work is a challenging activity for teachers, as
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reported in the literature [43]. [63] noted that current assessment techniques based on automated grading tools for
evaluating student-written software tests are imperfect. [73] observes that grading exercises requires substantial effort,
effort that could otherwise be devoted to supporting the learning process. Among existing assessment practices, a
common approach is to check the code coverage of the implemented tests. But code coverage alone is not a satisfactory
measure for test quality [46]. Advanced testing techniques like mutation testing [50] could help in such regard, but,
unfortunately, it is not so well known outside of test specialists, and tool support is still rather unsatisfactory [3]. Other
studies suggest adopting automated assessment approaches embedded in learning environments like Web-CAT [2], or
incorporating self and peer-assessment strategies to complement traditional evaluation methods.[7] .

In summary, the literature identifies specific evidence-based practices that have shown promise in small-scale studies,
yet their widespread adoption remains unknown. The detailed categorization of pedagogical approaches, educational
tools, and courseware directly informed our survey structure, particularly RQ3 (teaching practices), RQ4 (educational

tools), and RQ5 (gamification approaches).

2.3 Current state of Software Testing Curricula

Several prior works have examined the state of software testing education within computer science and related curricula.

In the United States, Astigarraga et al. [9] analyzed the course offering of 27 highly ranked computer science programs
in 2010. They found that fewer than 5% of those programs offered courses dedicated to software testing. Moreover, the
study revealed that such courses are primarily available at the graduate and research levels. The authors suggest that
this limited availability may be due to the relatively low level of professional software testing experience among the
faculty in these programs.

In Brazil, Valle et al. [76] analyzed the course offerings of 25 highly ranked universities in 2015, focusing on programs
in computer science, computer engineering, information systems, and software engineering. They found that, in
Brazilian universities, courses addressing verification, validation, and software testing are generally offered with little
integration with other disciplines. Most of these courses allocate less than ten hours to software testing, which the
authors consider insufficient for developing a solid understanding of the topic. Moreover, only a few universities were
found to offer dedicated software testing courses. These dedicated courses typically approach testing methodologically
but lack integration with related subjects, such as data structures and databases. Extending their analysis to institutions
abroad, including in the UK and Switzerland, the authors observed similar trends.

Another study in Brazil, conducted by Elgrably et al. [32], analyzed 28 Brazilian institutions in 2015, expanding upon
Valle et al’s [76] selection to provide a more in-depth examination of the Brazilian software testing education landscape.
The study found that 32% of the institutions did not offer dedicated software testing courses. Testing techniques
and basic test concepts were the topics most frequently covered, and software engineering was the course that most
often included some software testing content. The authors also compared the prevalence of these topics with the
ACM/IEEE curriculum guidelines, finding that black-box testing was the most thoroughly covered topic, whereas
exception handling was the least integrated.

On a global scale, Melo et al. [56] conducted a survey in 2010 targeting 74 professors with questions concerning
topics taught, teacher’s level of knowledge on the topics, used teaching approaches etc. They found that project-based
and problem-based learning were the most commonly used teaching approaches, with evaluations primarily conducted
through practical work and tests. The study also highlighted a key challenge for instructors: the need to better align

educational content and practices with industry requirements. It should be noted that the data, collected in 2010, may
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not reflect recent developments, and that the surveyed teachers were chosen based on their authorship of software
testing conference papers.

Ardic et al. [8] investigated the current state of software testing education in 2023, analyzing the curricula of 83
courses from the top 100 universities according to the Times Higher Education ranking. The study found that about 65%
of the dedicated testing courses covered topics related to "test process" and "test type". Additionally, based on a survey
of 51 practitioners, the researchers identified a general need for more knowledge in many testing areas, including
acceptance testing and security testing. They suggest that this gap may partially result from higher education programs
not adequately preparing students for those types of testing.

In 2024, Hanna [45] analyzed the topics covered by 80 software testing courses from nine different countries and
compared them with the skills sought by 400 software testing related job advertisements. The study revealed that for
30% of the testing topics related to testing techniques, the proportion of job advertisements seeking expertise in these
areas was higher than the proportion of universities teaching them. Conversely, for all testing levels the study revealed
that the percentage of courses offering them was greater than the percentage of job advertisements seeking them.
Regarding test management topics, 33% appeared less frequently in curricula than in job advertisements. Based on
these findings, Hanna developed a taxonomy highlighting the topics with the largest discrepancies between university
offerings and industry needs.

Two recent studies have examined software testing education in Europe. In Sweden, Barrett et al. [12] analyzed 25
universities offering computer science or related degrees in 2023. They found that 56% of these institutions offered
dedicated software testing courses, with most of these courses provided at the master’s level. Additionally, software
testing typically accounted for only about 5% of the total degree credits.

In a broader European context, Tramontana et al. [74] analyzed the course offerings of 117 programs across Belgium,
Italy, Portugal, and Spain in 2024. They reported that only 39% of universities offered a fully dedicated software testing
course, which, similar to the Swedish case, was most frequently provided at the master’s level.

Although a substantial body of research exists on software testing education, the current state of software testing in
academic curricula still exhibits a significant mismatch with industry needs. On one hand, several secondary studies
highlight active research in the field and identify ongoing challenges in teaching software testing. On the other hand,
numerous studies focus on teaching practices designed to address these challenges, often evaluated with small student
groups. Nonetheless, when examining the actual integration of software testing into existing curricula, it becomes
evident that such integration remains limited.

These studies on the current state of software testing curricula primarily examined course offerings and the gap
between academia and industry. However, they generally analyzed course descriptions rather than the detailed teaching
content and materials employed by instructors. The focus was on broad topics covered, rather than on specific testing
techniques, tools, and educational resources actually used in classroom practice. This limitation directly informed our
Research Question 2 (RQ2) on testing topics and materials, allowing us to collect detailed data on what is actually

taught and providing the instructor perspective that is often missing from curriculum-focused analyses.

3 Survey Study Design

In this study we were interested in a deeper understanding of the state of the practice of teaching software testing
in academic institutions from European countries. To this aim, we conducted a survey among professors of testing
courses to obtain a detailed view of the teaching approaches, topics taught, materials used, and learning and evaluation

strategies.
Manuscript submitted to ACM
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We used the Goal-Question-Metric template [16] to define the goal of the study as follows: Analyse software testing
courses at the academic level and their characteristics for the purpose of understanding the state of the practice with respect
to software testing education from the point of view of teachers in the context of higher education.

In order to obtain a large number of participants in the survey, we decided to use an unsupervised approach,

explaining the aim of our study at the beginning of the questionnaire.

3.1 Research Questions

We have formulated the following research questions to reach the goal of our study:

RQ1 What are the organizational characteristics of the courses?
Rationale: Taking into account the organisational characteristics of the courses in terms of degree level (bachelor
or master), the year in which the course was offered, the number of European Credits (ECTS) and the number of
students enrolled, we can analyse the information collected by categorising it and draw tailored conclusions.
ECTS represents an european standard system for measuring the effort required by a student for a course that is
applicable to all the selected courses.

RQ2 Which software testing topics are taught? Which testing materials are used?
Rationale: As discussed in Section 2.3, the prevalence of testing topics has been investigated in the literature
by using public information from software engineering or testing courses, which usually present the topics
and materials used in a generic way, leaving teachers free to choose the topics they want to teach in depth. We
consider that an analysis of the topics taught and the materials used from the teachers’ perspective will provide
a deeper understanding of the discrepancy between theory and practice in software testing education.

RQ3 Which testing teaching practices are adopted?
Rationale: In literature (Section 2.2) we found that the main teaching practices for improving testing education
are the advancement of testing topics in the first courses, the use of free, open source and real projects in the
assignments, the use of automated assessment and the use of active learning approaches. However, we want to
explore the prevalence of these practices and a detailed understanding of active learning practices given the
characteristics of the courses.

RQ4 Which educational tools are adopted?
Rationale: Considering the need to run the software to test it and the need of interactivity that the students of
the XXI century require, the knowledge of educational tools is essential. Therefore, we want to know the tools
suggested by teachers to support the students practicing with tests and the ones that allow to guide the students
learning path.

RQ5 Which gamification approaches are followed?
Rationale: Gamification has been shown to be effective in improving motivation and practice of complex topics
such as testing. With this question we want to explore the use of gamification and the main gamified elements
included in these approaches. In addition, for teachers who have not yet used gamification, we want to know if
the teacher is willing to use it in some activities of the course.

RQ6 Are the teachers satisfied with the available teaching materials? What are their main desiderata about
them?

Rationale: Given that teachers are already using materials to facilitate testing education, we want to know their
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perceptions and opinions to understand if there is room for improvement. We believe that this information could

bring light on future research to improve testing education.

3.2 Survey Design

The survey is a structured cross-sectional web-based survey. This approach helps to reach practitioners from geograph-
ically diverse locations and supports automated data collection.

To guarantee the privacy of the participants, the survey was sent for approval to the ethical committee of the
university of some of the authors.

The privacy was ensured by the fact that at no point during answering the questionnaire, personal data were asked
or collected (no names, addresses, etc.). The form was hosted via Microsoft Forms, as it is known to not keep track of
any IP addresses of the participants either.

The questionnaire is structured in six sections. Section 1 contains questions about the course organization while
Section 2 has questions about the software testing topics taught. Section 3 includes questions about the teaching
practices used. Section 4 lists questions about the educational tools used. Section 5 contains questions on the usage of
gamification approaches. Finally, Section 6 presents questions on teachers’ opinions on the quality of their teaching.

The questions of the six sections of the survey are reported in Table 1.

3.2.1 Course characteristics. The first section of the questionnaire includes questions aimed at answering RQ1 by
asking information about the course organization. In particular, because of the anonymity of the responses, we did not
collect the names of the instructors, the names of their courses, or the universities were they were taken, but we did
collect a great deal of information about the type of course, the demographics of the students, the method of assessment,
and the testing topics included in the course.

A first subset of questions aims at understanding the placement of the course: the degree level (Bachelor or Master)
and the year in which it is offered, number of ECTS credits, average number of enrolled students, average age of the
students, if the course is mandatory or optional, the type and number of student assessments that are done. The type of
course is also identified. Here, we make a distinction between courses that are fully dedicated to software testing (ST)

and courses in which only a few chapters are dedicated to software testing (NST).

3.2.2 Testing topics and materials. A second subset of questions is geared towards the structure of the course and is
needed to answer RQ2. There are questions concerning the numbers of theoretical and practical lecture hours spent to
software testing topics and which recommendations the teacher followed for designing the course among the ACM CS,
CE, and SE Curricula Recommendations?, the ISO-IEEE Standard 29119 — 2022 - “Software and systems engineering —
Software testing™, and the SWEBOK - Software Engineering Body of Knowledge®.

Subsequent questions are posed to collect more details about the specific testing topics taught, defined according
to the testing terminology provided by the ISO/ IEEE Standard 29119-2022, which is summarized in Table 2. The
questions ask what test design techniques, testing practices, testing levels, and testing types (according to the ISO/
IEEE Standard 29119-2022) are taught in the course, and what testing tools (e.g. Selenium, EvoSuite, Randoop, JMeter,

PIT, etc.), testing frameworks/ libraries (e.g., JUnit, Mockito, Cucumber, ...) are presented. Eventually, the programming

2ACM Curricula Recommendations, https://www.acm.org/education/curricula-recommendations
SIEEE Standard 29119 - 2022, https://www.iso.org/obp/ui/#iso:std:iso-iec-ieee:29119:-1:ed-2:v1:en
4SWEBOK - Software Engineering Body of Knowledge, https://www.computer.org/education/bodies-of-knowledge/software-engineering
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Table 1. The questionnaire distributed to the teachers.

Section 1

1.1 - Is the course you teach focused on testing?

1.2 - At what level is the course taught?

1.3 - At what year(s) of the degree is the course offered?

1.4 - How many credits (ECTS) correspond to the course?

1.5 - What is the number of enrolled students in the past (or current) edition of the course?

1.6 - What is the average age of the students?

1.7 - Is the course mandatory or optional?

1.8 - How many hours of the course are devoted to theoretical lectures on software testing topics?
1.9 - How many hours of the course are devoted to practical lectures on software testing topics?
1.10 - How are the students evaluated?

1.11 - How many student evaluations do you perform?

Section 2

2.1 - Did you consider the ACM Curricula Recommendations (*) in the design of this course?

2.2 - If yes, which ACM Curricula Recommendations and which parts of them were considered?

2.3 - Did you consider the SWEBOK-Software Engineering Body of Knowledge (*) in the design of your course?

2.4 - If yes, which parts of the SWEBOK were considered?

2.5 - What test design techniques (according to the classification of Test Design Techniques provided by the ISO/ IEEE Standard 29119-2022) (*) are taught?
2.6 - What testing practices (according to the classification of Testing Practices provided by the ISO/ IEEE Standard 29119-2022) are taught?
2.7 - What testing levels (according to the classification provided by the ISO/ IEEE Standard 29119-2022) are taught in the course?

2.8 - What testing types (according to the classification provided by the ISO/ IEEE Standard 29119-2022) are taught in the course?

2.9 - What set of testing tools (e.g. Selenium, EvoSuite, Randoop, JMeter, PIT, etc.) are presented during the course?

2.10 - What set of testing frameworks/ libraries (e.g., JUnit, Mockito, Cucumber, ...) are presented during the course?

2.11 - What do you expect as students’ prerequisite knowledge?

2.12 - What types of Teaching materials do you use?

2.13 - What Textbooks do you use? (authors, title, editor, year)

2.14 - What are the programming languages/ technologies of the software being tested in the course?

Section 3

3.1 - Is the TDD (Test Driven Development) practice of writing tests before writing code used in the course?
3.2 - Do you use any automated assessment of students’ testing skills?

3.3 - What kind of software is tested in the classes/ homework?

3.4 - Is the Case-Based-Learning (*) practice used in the course?

3.5 - Is the Adaptive Learning Model (*) practice adopted?

3.6 - If you teach in a Programming Course, do you adopt the practice of early introducing testing?

3.7 - If yes, what are the first moments you talk about testing towards the students?

Section 4

4.1 - Do you use any of the listed types of tools/ environments for supporting students’ testing learning?

4.2 - What are the main features offered by the adopted tools supporting Testing Learning?

4.3 - What test design techniques are supported by the adopted tools for Testing Learning?

4.4 - What testing practices are supported by the adopted tools for Testing Learning?

4.5 - What testing levels are addressed by the adopted tools for Testing Learning?

4.6 - What types of testing are supported by the adopted tools for Testing Learning?

4.7 - If you don’t use any tool/ environment supporting Testing Learning, what type of tool/ environment would you be interested in introducing in your course? For which testing topic?

Section 5

5.1 - Do you use any Gamification Approach for testing learning?

5.2 - What Testing Activities are the objects of the Gamification Approaches?

5.3 - What Testing Techniques are the objects of the Gamification Approaches?

5.4 - Do you use any testing tool to implement your gamification approach (e.g. the Code Defenders tool (*))? What are the names of these testing tools?

5.5 - Which types of Gamification elements are adopted?

5.6 - Can you provide a brief description of how the games work? Please provide link to the games if it is possible

5.7 - If you don’t use gamification, do you think that a gamification approach could be useful to help the students learning any of the testing topics presented in the course?
5.8 - If yes, which testing activities does it support?

Section 6

6.1 - Are you satisfied with the Teaching Materials currently used in the course?

6.2 - Which testing topics taught in the course (if any) would need improved Teaching Materials?

6.3 - What types of Teaching Materials would you like to be improved (such as Books, Solved Examples, Testing Exercises, ...) ?

6.4 - If you are not satisfied with some of the Teaching Material you use, do you have any suggestion about how to improve those materials?

languages/ technologies of the software being tested in the course are asked about, as well as the expected prerequisite

knowledge, the types of teaching materials and textbooks that are used.

3.2.3 Testing Teaching Practices. The third part of the survey is dedicated to RQ3 and regards the testing teaching

practices recommended in the literature that are adopted by the teachers. The six practices considered are:

e Case-Based-Learning, an interactive learning technique that includes real-world examples followed by discus-
sions, team work, decision making tasks, brainstorming, and presentations.
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Table 2. Testing approaches according to the ISO/IEC/IEEE 29119 standard on Software Testing

Test Design Technique

Testing Practice

Testing Type

Specification Based
Equivalence Partitioning
Classification tree method
Boundary value analysis
Syntax testing
Combinatorial testing
Decision table testing
Cause-effect graphing
State transition testing
Scenario testing
Use case testing
Random testing
Metamorphic testing
Requirements-based testing

Structure Based
Statement testing
Branch testing
Decision testing
Branch condition testing
Branch cond. comb. testing
MC/DC testing
Data flow testing

Experience Based
Error guessing

Other

Model-based testing
Scripted testing
Exploratory testing
Experience-based testing
Manual testing

A/B testing
Back-to-back testing
Mathematical-based testing
Fuzz testing
Keyword-driven testing
Automated testing
Other

Testing Level

Unit testing

Integration testing
System testing

System integration testing
Acceptance testing

Other

Functional testing
Accessibility testing
Compatibility testing
Conversion testing
Disaster recover testing
Installability testing
Interoperability testing
Localization testing
Maintainability testing
Performance related testing
Portability testing
Procedure testing
Reliability testing
Security testing
Usability testing

Other

e Adaptive Learning, an approach where students are engaged in activities which aim at facilitating the acquisition
of new knowledge and skills in a learner-centered manner. As an example, an adaptable learning model allows
for variation in the paths to learning outcomes on the basis of the feedback on students’ performance.

o Early Testing consists of introducing testing early on in the curriculum when the basics of programming are
being taught.

e Automated Assessment requires using automated assessment of students’ testing skills, to provide useful
feedback.

o Test-Driven Development requires introducing the Test-Driven Development (TDD) practice in which testing
is done before coding.

¢ Non-Toy Software recommends using free, open-source, industrial software, or software made by other students

to be tested in classes/ homework, instead of toy examples.

3.2.4 Educational tools. The fourth section of the survey is dedicated to assessing the use of educational tools that
support the teaching of software testing (RQ4). We exemplified this concept by providing the following set of categories

and examples:

e Virtual Learning Environments offering information, teaching materials about testing, and social and media
networking features for supporting students, like WRESTT-CyLE [38, 39];

e Tools that help students explore testing topics and practice the application of fundamental testing techniques by
means of challenges with immediate feedback, like the Bug Hunt tool [31];

Manuscript submitted to ACM



12 Fasolino, et al.

e Tools that can guide the students through a predefined path of steps to accomplish testing tasks;

o Tools supporting an instructional method based on machine learning.

3.2.5 Gamification Approaches. The fifth part of the questionnaire is dedicated to gathering information about the
gamification approaches possibly adopted by teachers in their courses. More specifically, we asked if the teachers
introduced gamified activities in their courses. If they do, we asked which testing activities are involved, which gaming
tool is involved and what characteristics it has. In particular, we considered the following basic gamification elements,

according to the definitions proposed by Pedreira et al.[59]:

e Awards: a particular award is given to the player on the completion of a behaviour.

e Point-based reward system: the players obtain a reward in the form of points on the completion of a certain
behaviour.

e Badges: they represent certain achievements of the user.

o Levels: related to the point-based rewards; the users have a level that increases as they reach a certain number of
points.

e Quests: the tasks the player must complete are presented as a quest, with additional game elements (such as a
story) that makes it more attractive.

o Voting: players can vote on another player’s behaviour. The votes themselves represent the rewards obtained by
each player.

e Ranking: a ranking with the top players is presented to all players to increase competitiveness. The position in
the ranking can be defined by points, levels, or number of votes, for example.

e Betting: users bet on a certain event, such as an estimation, for example. The winner of the bet receives some

reward in exchange.

In case the teacher did not use any gamification element, we also asked if the introduction of such activities would be

considered to be potentially useful in teaching testing.

3.2.6 Teachers’ opinions. The last section of the survey is devoted to collecting teachers’ opinions and comments regard-
ing the satisfaction for the existing testing teaching materials, their educational support, and their wishes/suggestions
about the future development of further support and new tools. These information are gathered by means of questions

with free text answers.

3.3 Teachers’ Selection

After obtaining ethical approval for the questionnaire, the authors collected a list of names of teachers who might be
interested in participating in the survey.

Two criteria were considered for including teachers in this list: (1) the professor is currently teaching an academic
course including software testing topics (i.e. programming courses or software engineering courses) or completely
devoted to software testing and (2) the course is currently offered in a western European country. We used these criteria
to select a sample of qualified teachers of software testing courses who belonged to the geographic area we decided to
focus on. To implement these criteria, we based our search for participants on the web sites of the courses offered by

academic institutions, as also done in other works [74].
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The search for teachers started from a list of universities offering Computer Science courses categorized per country.
A list of 605 universities from western European countries involving Computer Science researchers is provided by the
Scimago Institution Ranking®.

The authors randomly selected universities from this list from different countries (Austria, Belgium, Denmark,
Finland, Germany, Iceland, Italy, Malta, Portugal, Spain, Switzerland) and analyzed the course offerings of each of them,
focusing on Computer Science and Computer Engineering Bachelor and Master degrees. In this way they collected a
list of 143 teachers who are involved in teaching at least one academic course which includes software testing topics (as

it can be deduced by the syllabi of the courses).

3.4 Survey Distribution

Invitations to participate in the survey study were exclusively sent by e-mail over the period from May 2023 to February
2024 to the identified teachers. The survey was not distributed via the broadcast channels, to ensure that responses
were collected only from clearly qualified teachers who satisfied the defined inclusion criteria. We collected 49 valid
answers of teachers who completely answered the proposed questions with reference to the course they taught that

included testing topics.

3.5 Data collection and analysis procedures

The survey was conducted using Microsoft Forms, and the responses were exported in tabular format. To ensure data
quality, two of the authors independently carried out an initial filtering process to verify compliance with the inclusion
criteria. This step helped guarantee that only responses relevant to the study’s scope were retained; for instance, two
responses were discarded because the teachers reported that their courses did not cover software testing topics.

The same two authors also addressed inconsistencies across responses and coded the open-ended questions. This
double-checking process enhanced reliability by reducing the risk of misinterpretation and ensuring that subjective
judgments (e.g., whether an item should be considered a tool or a framework) were consistently applied. In cases where
responses were incomplete or clearly inconsistent with the intended question, those entries were excluded to avoid
introducing noise into the analysis.

Finally, all authors collectively reflected on the interpretation of the data and the presentation of the results. This
collaborative step contributed to construct validity, as it combined multiple perspectives to minimize bias in the analysis.

The anonymized survey dataset is publicly available online®.

4 Results
4.1 RQ1: What are the organizational characteristics of the courses?

The respondents were teachers of 32 bachelor’s degree courses and 17 master’s degree courses. Teachers were asked
to indicate whether their courses were entirely dedicated to software testing topics (hereafter referred to as Software
Testing Courses - ST) or whether they were not solely focused on software testing but included some testing topics
(hereafter referred to as NST).

The teachers taught 22 ST courses and 27 NST courses. The distribution of these two kinds of courses over the
academic years is shown in Figure 1. The majority of the ST courses are offered in a Master degree (14 out of 22), while
5Scimago Institution Ranking limited to Western Europe and Computer Science, available at:

https://www.scimagoir.com/rankings.php?sector=Higher+educ.&country=Western+Europe&area=1700
® Anoymized results from the survey, https://anonymous.4open.science/r/ TeacherSurveyStudy-2B1D/
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the majority of the NST courses are offered in a bachelor degree (24 out of 27). Note that there is a course taken at the

4th year of Bachelor degree. Bachelor degrees usually consists of three academic years but there are some countries in
which fourth year Bachelor courses are possible (e.g. in Spain).

2nd year Master

1st year Master

4th Year Bachelor

3rd Year Bachelor

2nd Year Bachelor

1st year Bachelor

0 5 10 15 20 25

m ST Courses NST Courses

Fig. 1. Distribution of Courses per Year and Degree type

Concerning the size of the courses, we asked for the number of European Credits (ECTS) associated with each course.
In our sample, ST courses on average had 5.5 ECTS, whereas NST on average had 6.9 ECTS. More specifically, ST
courses ranged from 2 to 7.5 ECTS and most frequently consisted of 6 ECTS (in 8 cases out of 22) whereas NST courses
vary between 3 and 12 ECTS (most frequently 6 and 9 ECTS).

Both ST and NST courses have similar distributions of the time allocated to theoretical lectures and practical activities:
in ST courses there are, on average, 18.5 hours devoted on theoretical lectures and 18.3 hours on practical activities. In
NST there are on average 13.3 hours allocated to testing of which 6.1 allocated to theoretical lectures and 7.2 hours to
practical activities.

The number of students participating in these courses is quite different between the two categories: there are on
average 63 students per year for each ST course and 137 students per year in the NST courses. This difference may
be explained by considering that ST courses are generally taught at master’s degree level, where the total number of
students is generally lower. In addition, we observe that only 15 out of 22 analysed ST courses are mandatory, whereas
the NST course are predominantly mandatory (24 out of 27). This can again be explained by the fact that ST courses are
rather taught at the master level, in which more elective courses are present.

Table 3 summarises the aggregated data of the 49 surveyed courses.

4.1.1 Assessment Methods. As regards the assessment methods, the participants of the survey adopt a range of different
evaluation methods. More specifically, teachers of the ST courses on average mentioned the adoption of 2.8 different
assessment methods, with the highest prevalence towards Practical Projects (in 77% of courses). Moreover, in most
of the courses (15 out of 22) more than two different assessment methods were considered. In the NST courses we
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Table 3. Statistics about Organizational Characteristics of the Analysed Courses

ST NST
Courses # 22 27
Bachelor # 8 24
Master # 14 3
Mandatory # 15 24
Optional # 7 3
ECTS avg. 5,5 6,9
Theoretical lecture avg. hours 18,5 6,1
Practical hours avg. 183 7.2
Enrolled Students avg. # 63 137

Table 4. Number of different assessment methods adopted by teachers and number of student evaluations

Number of different assessment methods

ST NST
One 4 18% 9 41%
Two 3 14% 11 50%
Three or more 15 68% 7 32%

Number of student evaluations

ST NST
One 5 23% 13 59%
Two 1 5% 6 27%
Three or more 16 73% 8 36%

observed that on average only 2 different assessment methods were used (20 out of 27 courses adopted just one or
two assessment methods), with the highest prevalence towards Practical Projects and Exercises (both used in 56% of
courses). These data seem to show that practical activities (e.g. projects, exercises, homeworks) are considered mostly
in ST courses, whereas oral exams are relatively rare. Namely, only 10 teachers out of 49 consider the latter assessment
method.

The teachers of ST courses declared also that the assessment was predominantly distributed in three or more tasks
during and after the course (in 16 out of 22 courses), whereas in most of the NST courses the evaluation was distributed
in just a final task (in 13 out of 27 NST courses) or in two tasks (in 6 courses). Only the remaining 8 courses (36%)
adopted an evaluation in three or more steps.

As explained by some teachers, in many NST courses the large number of students entailed the adoption of a
traditional final evaluation of students after the course, whereas in ST courses many teachers succeeded in managing
three or more assignments during and after the course.

Table 4 summarizes the number of different assessment methods adopted by teachers and the number of evaluations
each student has during and after the course while Figure 2 shows the distribution of the different assessment methods.

These survey results confirm the potential for improving software testing education across different degree programs
and, in particular, at the bachelor level. As observed in the results, considering that most dedicated software testing
courses are offered at the master’s level, there can be some risks that when bachelor graduates want to join industry

without pursing a master’s degree, they may lack sufficient testing knowledge. Also, more courses at the master’s level
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Fig. 2. Frequency of Adoption (in percentage) of Different Assessment Methods

including ST ones can be offered as non-mandatory and elective courses. Therefore, these factors can contribute to the
gap between academic education in software testing and industry needs and expectations.

The results also highlight the applicability of various assessment methods in ST courses with distribution in more
tasks throughout the course (rather than just a final task and exam). This also implies that there can be a higher possibility
of modularization in designing the content and delivery of ST courses, for instance, defining separate teaching modules
and assessments for different testing techniques and practices, such as mutation-based testing, combinatorial testing,

and so on. This topic can be interesting to investigate further and evaluate more carefully in future studies.

4.2 RQ2: Which software testing topics are taught? Which testing materials are used?

4.2.1 Course Design. In order to understand in more detail how teachers have designed their courses, we asked if
they followed the recommendations and taxonomies of some standard sources, such as ACM or SWEBOK Curricula
recommendations.

We observed that ACM and SWEBOK have both a limited diffusion among teachers: only 13 out of 49 teachers
considered at least one of them for course design (27%) and only 5 of them (10%) considered both. More specifically,
ACM Curricula were considered by only 2 teachers when designing ST courses (9%) and by 6 teachers designing NST
courses (22%), whereas SWEBOK was considered by 5 teachers for ST courses (23%) and 5 teachers for NST courses
(19%).

The collected answers appear to indicate that ACM Curricula is too generic about testing topics for a ST course,
while it could be more useful for designing a NST course. SE2014 is the most cited source, followed by CSSE376.
Analogously, Chapter 4 of SWEBOK was cited as one of the resources used by some ST teachers. However, several
teachers mentions that this was only used for inspiration or framing of the course. One reason for this could be that it
might not be easy to find the desired information in these resources. For example, ACM provides several Curricula
Recommendations spread over distinct guidelines: software verification & validation (VAV) is a software engineering
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education knowledge area within SE2014 (Curriculum Guidelines for Undergraduate Degree Programs in Software
Engineering), SE-Validation: Software Verification and Validation is a knowledge unit inside the Software Engineering
knowledge area of CS2023 (Computer Science Curricula 2023), Software testing and quality is a knowledge unit inside
the Software Design knowledge area of CE2016 (Computer Engineering Curricula 2016), and Testing is a knowledge area
of GSwE2019 (Graduate Software Engineering 2009). In addition, software testing topics may be related to more than
one knowledge area. For instance, in CE2016, we also find System integration, testing and validation within Systems and
Project Engineering. On the other hand, SWEBOK has a full chapter for Software Testing. In addition, while there are
topics covered by both ACM and SWEBOK, such as unit testing, there are others that are explicitly mentioned only
in SWEBOK, such as pairwise testing. A more consistent and focused recommendation across resources for software
testing might motivate teachers to follow it more often.

In addition, as mentioned above, some teachers considered only SWEBOK and others only considered the ACM
Curricula. Although we do not have enough information to conclude with certainty why one was favored over the
other, one reason could be related to the focus of each teacher’s course, as SWEBOK is generally seen as more oriented

towards industry whilst ACM Curricula is seen as more academically focused.

4.2.2 Testing Topics. We analyzed the answers related to the test design techniques taught in the context of the courses.
Figure 3 shows the percentage of courses that adopt each of the techniques cited in the ISO/IEC/IEEE 29119 standard.
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Fig. 3. Test Design Techniques Taught in ST and NST Courses

On average, there are approximately 8.3 different testing topics for each ST course and 5 different testing topics for
NST courses. The most commonly included topics in ST courses belong to Structure-based techniques (Branch condition
testing, MC/DC testing, Decision Testing, Branch Testing, Branch condition combination testing and Statement testing,
in order of decreasing frequency) and to a lesser extent Specification-based techniques (Boundary value analysis,
Equivalence partitioning, State transition testing), while Experience-based techniques are not frequently covered in
these courses.

For the NST courses, the six most commonly taught testing techniques belong mostly to Specification-based techniques
(Requirements-based testing, Boundary value analysis, Equivalence partitioning, Use case testing) and to the lowest
extent to Structure-based techniques (Branch Testing, Branch condition testing). Also in this case Experience-based
techniques are not in the list of the most frequently included techniques.

NST courses are generally taught earlier in the curriculum compared to ST courses and specification-based techniques

are considered to be more basic techniques compared to structure-based ones, which are mostly present in ST courses.
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The least prevalent techniques (present in less than 15% of the considered courses) are Syntax testing, Cause-effect
graphing, Error guessing, Metamorphic testing and Data flow testing for the ST courses and Cause-effect graphing,
State transition testing, Error guessing, Classification tree method, Metamorphic testing, Syntax testing, Data flow
testing and Mutation testing for the NST courses.

Figure 4 shows how often the testing practices proposed by the ISO/ IEEE Standard 29119-2022 are included in the

surveyed courses. We observe that in software testing course the most popular practices are Automated testing (in 86%
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Fig. 4. Testing Practices Taught in ST and NST Courses

of courses) and Model based testing (64%), followed by Manual testing, Scripted testing and Exploratory testing (all
declared by 50% of the teachers of ST courses). On the other hand, Automated testing and Manual testing are both
taught in 59% of NST courses whereas all the other practices are taught in less than 30% of the NST courses.

For the testing levels (see Figure 5), we observe that there are no major differences between ST and NST courses:
Unit testing is taught almost in each course and System testing is the only testing level for which there is a significant
difference between software testing and other courses: it is taught in 77% of ST courses and only in 52% of NST courses.
This difference may be explained by the greater amount of time that can be devoted to teaching more testing levels in

ST courses than in NST courses.
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Fig. 5. Testing Levels Taught in ST and NST Courses

The last question about testing topics considered different testing types. We observe that in all the courses there is

little space for non-functional testing whereas functional testing is almost always taught (in 95% of ST courses and 96%
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of NST courses). On average ST courses cover one other type of testing while NST courses on average cover another
0.6 types. Performance testing is the most frequently taught testing type in ST courses (36% of courses), followed by
usability testing (23%). For NST courses the most taught testing type is security testing (in 15% of courses), followed by

performance testing (in 11%).

100% 95% 96%

90%
80%
70%
60%

50% 36%
40% .~
30% 5 18%
4%
20% 7% mm 2% o 7% 5 11% 7% 7%
10% 5% 7 g0z 0% 4% v o% R 0% 4% ° 0%
o = - ] - =
N . A . X
\0& & S & 6‘\'& 7}\.\\@ *6*6 @Q& 7‘9\\@ ~ ° @"v\oo v;u\\{& (5)“Q
\‘ré} v < «0& 7}\(& o‘@ o‘@ & N A & R
< < & < & & S © < =&
g ] P
&

ST courses M NST courses

Fig. 6. Testing Types Taught in ST and NST Courses

This scarce diffusion of non-functional testing types may be due both to the limited attention in university courses
for quality related aspects and to the fact that some of them are considered more related to other types of courses
(e.g. security testing is often taught in security courses and usability testing is taught in Human-Computer Interaction

courses as we have observed by the analysis of the design of the degrees).

4.2.3  Students’ prerequisite knowledge. The prerequisite knowledge expected from students when enrolling in an ST
course were quite limited: 16 ST courses (73%) require only basic programming skills, whereas 5 courses (23%) require
advanced software engineering skills and one course requires no prerequisite knowledge.

The prerequisite knowledge required for NST courses is similar: 19 of them (70%) require basic programming skills,
while there are 2 courses (7%) that require basics software engineering skills and 5 courses (18%) that require advanced
software engineering skills. Only one course (4%) had no prerequisite.

This data suggests that most Software Testing topics are not considered advanced Software Engineering topics and,

therefore, can be taught right after basic programming courses.

4.2.4 Testing Materials and tools. For the software testing materials, we asked different questions to know, respectively,
which tools, frameworks and textbooks are used by teachers to support teaching testing.

Most of the ST courses use slides (95%), whereas some NST courses avoided them (they are used in 81% of those
courses). Other materials (videos, scientific papers) are equally used in a minority (about 18%) of courses. Practical
exercises are used in the majority of courses (64% of ST courses and 59% of NST courses). Finally, it is interesting to
observe a limited use of books: only 41% of teachers of ST courses and 15% of teachers of NST courses use books to
teach testing.

We also observe a very large and unexpected fragmentation in books: we found 27 different testing books. The
most popular testing books are the ones of Young and Pezzé ("Software Testing and Analysis: Process, Principles and
Techniques" [82]) and of Mauricio Aniche ("Effective Software Testing: A Developer’s Guide"[5]) each one adopted

by 6 teachers (12%), while the one of Ammann and Offutt ("Introduction to Software Testing" [4]) is used in 3 courses
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Table 5. List of Books Adopted by Surveyed Teachers with their Occurrences
Authors Title Occ.
Aniche Effective Software Testing: A Developer’s Guide
Pezzé, Young Software Testing and Analysis: Process, Principles and Techniques
Beck Test Driven Development. By Example
Amman, Offutt Introduction to software testing
Burnstein Practical software testing: a process-oriented approach
Crispin, Gregory Agile Testing: A Practical Guide for Testers and Agile Teams
Jorgensen Software Testing A Craftsman’s Approach
Meszaros xUnit Test Patterns: Refactoring Test Code
Bolanos, Sierra, Alarcén Pruebas de Software y JUnit
Copeland A Practitioner’s Guide to Software Test Design
Forgacs, Kovacs Practical Test Design: Selection of traditional and automated test design technique
Fowler Test Driven Development

Fraser. Rojas
Graham, Black, van Veenendaal

Software Testing
Foundations of Software Testing: ISTQB Certification

Gregory More agile testing: learning journeys for the whole team

Gulati, Sharm Java Unit Testing with JUnit 5 : Test Driven Development with JUnit 5
Kaczanowski Good Tests

Kan Metrics and models in software quality engineering

Kaner Testing computer software

Khorikov Unit Testing

Mathur Foundations of Software Testing

Molyneaux The art of application performance testing: from strategy to tools
Rainsberger JUnit recipes: practical methods for programmer testing

Spillner, Linz Software testing foundations - a study guide for the certified tester exam : foundation level, ISTQB compliant
Utting Practical Model-Based Testing

Van Veenendaal, Graham, Black  Foundations of Software Testing: ISTQB Certification

Vos, van Vugt-Hage Software Testing
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(6%). In addition, the book of Kent Beck specialized on TDD ("Test Driven Development: By Example" [13]) is used in 5
courses (10%).

Table 5 reports the list of books declared by the survey respondents, with the number of occurrences (of 49 courses)
of each one. We removed books that are not directly related to software testing from this list. For example, several
software engineering teachers declared that they use the Sommerville book on Software Engineering [67], which
includes some chapters dedicated to software testing but cannot be defined as a software testing textbook. Analogously,
we removed the programming books.

Concerning the testing tools, the most popular one is Selenium’, that is used for the generation and the execution of
End-to-End test cases for Web applications: it is adopted in 20 out of 49 courses (41%). Other tools are often used to teach
specific topics. For mutant generation the most popular tool is PIT® (in 8 courses, 16%) which is able to automatically
generate mutants for Java applications. For unit testing the most popular tool is Evosuite’ (in 5 courses, 10%), which
automatically generates JUnit test cases with a search-based approach. For performance testing the most used tool is
JMeter'® (in 7 courses, 14%) which measures the performance of running applications. For white box testing JaCoCo'!
is the most used library (in 3 courses, 6%). The left side of Table 6 reports the complete list of tools used in courses
taken by the surveyed teachers, with the number of courses in which each tool is adopted. The most popular tools are
all free and/or open source tools. It is interesting to see that 14 out of 49 teachers (29%) declared that they do not use
any tool in their courses.
7Selenium, https://www.selenium.dev/
8PIT, https://pitest.org/

Evosuite, https://www.evosuite.org/

19TMeter, https://jmeter.apache.org/
1YaCoCo,https://www.eclemma.org/jacoco/
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Table 6. List of Tools and Frameworks Used by Surveyed Teachers with their Occurrences

Tool name Occ. | Framework name Occ.
Selenium 20 | JUnit 38
jMeter 7 | Mockito 12
PIT 7 | Xunit 4
Evosuite 5 | Cucumber 2
JaCoCo 2 | jMock 2
NuSMV 2 | Nunit 2
Randoop 2 | Assert] 1
SonarQube 2 | DBUnit 1
Asmeta 1 | Jbehave 1
CodeCover 1 | jqwik 1
CodeDefenders 1 | PHPUnit 1
EclEmma 1
GraphWalker 1
Jenkins 1
iOwik 1
NightWatch 1
OpenJML 1
Pex 1
Pitest 1
QFTest 1
TestCompass 1
TESTONA 1
Yakindu 1

The most used framework/library are the ones of the XUnit family (42 out of 49 courses, 86%), that are able to support
the development of test cases at different levels beyond unit testing (mostly, JUnit is used). For unit and integration
testing, the most used framework supporting the generation of mock objects is Mockito (12 out of 49 courses, 24%), while
JMock is used by two other teachers (4%). The Cucumber framework is used by two distinct teachers for supporting
acceptance testing (4%). Other libraries and frameworks are used in just one course. It is interesting to see that Mockito
is mostly used in ST courses (10 out of 12), whereas the other frameworks are used both in ST and in NST courses. The
right side of Table 6 shows the diffusion of the frameworks into the courses described by the surveyed teachers.

The most popular language used to teach test case design and implementation is Java, that is adopted in 82% courses
(40 out of 49), while Python is used by 11 teachers. Other languages are used less, such as C# (in 5 courses, 10%),
Javascript (in 4 courses, 8%) and C++ (in 3 courses, 6%). Of course, there are some courses in which the teacher leaves
the students free to use their preferred language for testing.

While Java may not be the most popular programming language'? [18], neither the most used programming language
among developers worldwide!?, it is prevalent in academia. Java is based on object-oriented programming (OOP)
principles, avoiding complexities such as pointers, Goto statements, and multiple inheritance, which makes it simpler
and a good candidate for teaching students to program and teach OOP concepts. These may be reasons for its adoption
in academia. In addition, previous studies have shown that Java is the programming language most used in academia
for the first programming course (CS1) and that it is, by far, the most used for a second programming course (CS2)
[64]. It has also been observed that the majority of institutions chose the same programming language for the first and

second course, which can also justify the use of Java in later courses (ST and NST). Another reason for the adoption of

2https://survey.stackoverflow.co/2024/technology#most-popular-technologies-language-learn
Bhttps://www.statista.com/statistics/793628/worldwide-developer-survey-most-used-languages/
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Java is that the most popular frameworks for testing was natively created for Java (e.g. JUnit) and for this language

there is the wider support in terms of freely available supporting tools and frameworks.

4.3 RQ3: What are the practices adopted for the teaching of testing?

The analysis of the literature revealed some specific practices for teaching testing, the diffusion of which we want to
investigate. Figure 7 shows an overview of these practices and of their diffusion in software testing courses and in the

other courses including testing topics.

Case-based Learning
Early introducing testing

Automated assessment of students’ testing skills

Adaptive Learning Model _

TDD : Test Driven Development

0% 10% 20% 30% 40% 50% 60%

M ST courses M NST Courses

Fig. 7. Testing Testing Practices in ST and NST Courses

4.3.1 Test-Driven Development. Firstly, Test-Driven Development (TDD) is the most frequently adopted software
testing teaching practice for both the ST (45%) and NST (63%) courses. Prior research has been able to find a positive
correlation between students’ adherence to TDD and the quality of their code and thoroughness of their testing [49, 51].
Furthermore, several training methods have also been proposed and evaluated to ensure a better integration of TDD in
the curriculum [21, 68]. In fact, Scatalon et al. [62] had conducted a literature review on research towards teaching
practices of software testing in education. Herein, TDD was found in 61.5% of the identified papers. The prevalence of
TDD being applied in ST and NST courses of 55% (27/49) as found in this paper is thus similar to the prevalance of TDD

research in the relevant literature.

4.3.2 Adaptive Learning Model. Secondly, an adaptive learning model is applied in 23% of ST and 30% of NST courses.
However, 8 of the 13 teachers who have reported the usage of an Adaptive Learning Model declare that they only use it
in an informal way. The integration of an adaptive learning model with software testing seems to be less elaborately
researched than TDD. In fact, we were only able to find one paper with a specific focus on software testing. This is
the paper by Agarwal et al. [1] who propose an adaptive learning module for teaching software testing. The paper
found that the adaptive learning module allowed students to proceed through the learning material at their own pace.
However, no evaluation on the effect of students’ achievement on the learning outcomes of a software testing course was
done. Several other papers do discuss adaptive learning in the more general context of computing education. However,
only one paper contained an empirical validation towards students: Troussas et al. [75] found that the integration of an

adaptive learning model within a programming course was beneficial towards students’ achievement on the courses’
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learning objectives. Furthermore, a scoping review on adaptive learning systems in computer science education [11]
found that within computer science computer programming was the most researched topic. However, the identified
papers all concerned an evaluation on the underlying adaptive learning technology (such as the recommender system)
and do not consider student outcomes. A similar thing can be said about the papers identified in Jamal et al’s [48]
systematic mapping review. So, despite the relatively high prevalence of adaptive learning in both ST (23%; 5/22) and
NST (30%; 8/27) courses that we were able to identify in this paper, research on the integration of adaptive learning

with software testing seems to be lacking behind.

4.3.3 Automated assessment of students’ testing skills. Thirdly, the automated assessment of students’ testing skills is
the least identified teaching practice in our research (27% of ST courses and 11% of NST courses). Nonetheless, there has
been quite some ongoing research on this teaching practice. Scatalon et al. [62] has found eight papers that researched
an automated assessment approach. Furthermore, another literature review by Paiva et al. [57] on the integration
of automated assessment in computer science education was able to identify several research papers specifically on
automated assessments in software testing. Four papers researched tools which allow for automated output comparison
were identified, as well as six papers that discuss an automated unit testing assessment tool. Moreover, Garousi et al. [43]
has also identified ten papers researching a specific web-based system used for the automatic grading of programming
assignments. In this paper we have thus identified a relatively poor integration of these automated assessment tools for
both the ST (27%; 6/22) and NST (11%; 3/27) courses.

4.3.4 Case-based learning. Fourthly, case-based learning has been identified in 11/49 (22%) of the courses (23% of ST
courses and 22% of NST courses), however, previous research has mostly focused on case-based learning within the more
general context of software engineering. For example, Garg et al. have explored the effectiveness of a case-based learning
environment within one course [41], which was later expanded to the context of four software engineering courses [40].
Another example comes from Richardson and Delaney [60] who have analyzed the strengths and weaknesses of using
problem-based learning. Based on their results they summon several recommendations on how such teaching method
could be used in future courses. The prevalence of case-based learning in software testing is less as is evidenced by the
fact that Garousi et al’s [43] systematic literature mapping on software testing education only identified one paper
concerning case-based learning. This is the paper by Tiwari et al. [72] in which a case-based learning approach was
adopted for undergraduate students. The empirical analysis of their results shows that students performed better in
five identified objectives of case-based learning. So, compared to the prevalence of adaptive learning in both ST (23%;
5/22) and NST (22%; 6/27) courses that we were able to identify for case-based learning in this paper, research on the

integration of case-based learning with software testing seems to not have been widely explored yet.

4.3.5 Early introduction to testing. Introducing testing early on has been reported to be used in 32% of ST courses and
22% of NST courses. In some cases only an introduction to software testing was provided at the beginning of the NST
course, while other teachers introduce the concepts of program verification and program correctness early in order to
introduce test-first practices. In addition, 7 teachers of ST courses also agreed with this idea. They often have ST courses
for students for whom testing was introduced early in the programming and software engineering courses. Some of
them declared, too, their methodologies of introducing practical testing very early in their ST courses. For 6 out of the
27 NST courses the teacher said that they introduce testing in the introduction of the course. In one course a test-first
style is implemented in which tests are used to develop their first implementation assignment. One teacher explained
that their students received automated functional acceptance testing for several of their programming courses (such
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as during their Object-Oriented Programming course and Software Engineering course). Similarly, for 5 out of the
22 ST courses teachers said that their students have been introduced to testing in a more basic programming course
which they take prior to their ST course. One of those teachers said that he teaches his students in the first lecture
that tests are the contract of what code needs to do and form a safety net when there is the need to refactor. Another
teacher said that they start by teaching about delivery pipelines and that this requires the introduction of basic unit
testing principles. This is followed by a lecture on testing practices. Prior research has found evidence that this teaching
approach can be beneficial. Namely, Marello et al. [55] researched the effect of introducing testing earlier and placing
a larger emphasize on it. They found the results to be qualitatively beneficial for students. However, this is the only
research identified by Garousi et al’s [43] systematic literature mapping on software testing education that evaluates an
early introduction to testing. Moreover, Timoney et al. [70] also warn that testing is difficult for students to understand
without any programming experience. Nonetheless, 13 out of 49 ST and NST courses we identified (27%) make use of
an early introduction to testing. The research on this teaching approach seem to be lacking behind the integration of

courses that have already adopted it, definitely considering the lack of research on the quantitative benefits for students.

4.3.6 Type of Software being Tested. Finally, we asked about the nature of the examples that are used to support the
teaching of software testing. In most cases, toy examples are used (29 out of 49 courses, 59%), while another common
choice consists of asking students to test programs that they have autonomously developed (in 25 courses, 51%, more
often in NST courses). Free or open-source software systems are considered as case studies in 11 ST courses and 2
NST courses. Finally, there is one course in which software is specifically written and used as the object of the testing
activities. This suggests that most courses do not consider using real examples used in industry.

This may indicate the difficulty in adapting free or open-source software to the classroom context, which may
be due to the difficulty in configuring/installing the required software. In addition, class time is limited. Also, in an
academic environment the teacher must consider that students are not all at the same pace and such “real-world” free

or open-source software may be too complicated to illustrate ST concepts in simple enough terms.

4.4 RQ4: Which Educational Tools are adopted?

The purpose of Section 4 of the survey was to investigate the extent to which instructors employ educational tools to
support the teaching and learning of software testing, as well as to analyze the characteristics of the tools adopted.

Table 7 summarizes the characteristics of the educational tools adopted, reporting the number of responses collected
for each of them.

Educational tools were used in only 10 ST courses. In addition, in three NST courses, other types of tools are adopted,
although their categories have not been specified by the corresponding respondents.

Specifically, five teachers reported providing tools that help students explore testing topics, while another five
indicated using tools that guide students in test design. Virtual Learning Environments were adopted in only three
cases, and a single course employed a tool supporting learning through Machine Learning. Notably, four teachers
reported adopting tools from two different categories within the same course.

As regards the topics covered by these tools, 7 of them are related to test case specification, 7 to test case implemen-
tation, another 6 to test case execution results evaluation and only 3 to the learning of general testing concepts. In 9
cases the adopted tools cover more than one of these topics.

The set of testing techniques supported by the teaching tools is quite diverse, with many tools supporting multiple
techniques. The most frequently supported techniques are specification-based testing (e.g., equivalence partitioning
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Table 7. Characteristics of the Educational Tools Adopted by Survey Participants

Tool Typology # | Addressed Testing Techniques #
Tools that help students explore testing topics 5 | Branch Testing 6
Tools that guide the students accomplish testing tasks 5 | Decision Testing 6
Virtual Learning Environments 3 | Branch Condition Testing 6
Tools that support learning through Machine Learning 1 | Equivalence Partitioning 5
Supported Testing Topics # | Boundary Value Analysis 5
Test Case Specification 7 | Random Testing 5
Test Case Implementation 7 | Statement Testing 5
Test Case Execution and Results Evaluation 7 | Use Case Testing 4
Testing Concept Learning 3 | Branch Condition Combination Testing 4
Testing Levels # | State Transition Testing 3
Unit 15 | MC/DC Testing 3
System 9 | Classification Tree Method 2
Integration 6 | Combinatorial Testing 2
Acceptance 3 | Cause-effect Graphing 2
System Integration 2 | Scenario Testing 2
Testing practices # | Requirements-based Testing 2
Automated Testing 8 | Syntax Testing 1
Model-based 4 | Mutation Testing 1
Exploratory 3

Manual 3

Scripted 2

Experience-based 2

Back-to-back 1

Fuzz 1

Keyword-driven 1

and boundary value analysis), supported by five tools; structural-based testing (e.g., branch testing, decision testing,
branch condition testing, branch condition combination testing, and MC/DC testing), supported by six tools; random
testing, supported by five tools; and state transition testing, supported by three tools.

The tools were mainly aimed at teaching unit level (in 12 courses) and system level (7 courses) testing, whereas in
only 5 courses they were used for integration testing. Only 3 courses used a tool for acceptance testing and 2 courses
use an educational tool for system integration testing. In nine courses, these tools supported more than one testing
level.

From the perspective of testing practices supported by educational tools, automated testing is covered in eight
courses, model-based testing in four courses, and exploratory testing in four courses, while other practices are only
sporadically supported. Additionally, five teachers reported that the tools they adopted support more than one testing
practice.

Educational tools are most frequently used in the context of functional testing instruction, appearing in 11 courses.
In contrast, only two courses employed tools for performance testing, while static testing, disaster/recovery testing,
and interoperability testing were each supported by educational tools in just a single course.

Our conclusions are that the use of educational tools is limited, being adopted by only a minority of ST courses (10
out of 22). The adopted tools are diverse and are generally developed and provided by individual course instructors,
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Table 8. Characteristics of the Gamification Approaches Adopted by Survey Participants

Testing Activities # | Testing Techniques #
Test Case Design 5 | Equivalence Partitioning 3
Test Case Implementation 5 | Boundary Value Analysis 2
Test Case Results Evaluation 3 | Mutation Testing 2
Test Case Execution 1 | Exploratory Testing 1
Test Code Review 1 | Use case testing 1
Adopted Testing tools # | Classification Tree Method 1
Code Defenders 3 | Decision Testing 1
SQLTest & GoRace 1 | Branch Condition Testing 1
No tools 3 | Branch Condition Combination Testing 1
Gamification Elements #
Point-based Reward System 2
Awards 1
Badges 1
Ranking 2
None 3

allowing them to specifically organize the practical activities for their courses. As a result, there is no widespread use of
general-purpose tools and supporting materials.

This situation is likely due to the limited availability of freely accessible and continuously maintained tools and
materials. Rapid technological advancements render textbooks and the interactive tools they include quickly obsolete.
It also reflects the fragmentation in the adoption of software testing textbooks, as discussed in Subsection4.2.4. The
resources developed by teachers are generally not available to the community and their evolution is carried out only in
the context of specific research projects.

We also collected additional information from 13 out of 49 teachers regarding the characteristics of the tools and
environments they would be interested in introducing into their courses. Teachers generally expressed interest in
collections of testing exercises that could be automatically collected from students and that support multiple testing
levels, including exercises on real systems with known bugs. Additionally, one teacher requested a tool that supports

traceability from requirements to testing.

4.5 RQ5: Which Gamification approaches are followed?

The fifth part of the survey collected data on the diffusion of gamification approaches in the context of software testing
education. Overall, gamification was adopted in only 7 courses (14%), including 4 software testing (ST) courses and
3 non software testing (NST) courses. In other words, it is noteworthy that in 42 out of 49 courses (86%) teachers
declared not using any gamification approaches. When gamification approaches were used, they were applied to various
activities: test case design (5 courses), test case implementation (4 courses), test case results evaluation (3 courses), test
case execution (1 course), and test code review (1 course).

Table 8 summarizes the characteristics of the gamification approaches adopted by the teachers involved in the survey,
reporting the number of responses collected for each of them.

Given the limited number of identified gamification approaches, these can be described in detail. Only in 4 cases an
existing gamified tool was used, and in the remaining 3 cases, the gamification approaches did not involve the use of
specific tools, but they are manually directed and managed by the teacher.
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Regarding the four courses that adopt a gamified tool, three of them used the Code Defenders tool'?, whereas in the
other case the combination of the SQLTest and the GoRace tools[15] was used. In the three courses adopting Code
Defenders, the students are divided in two teams: in two courses, one team played first as attacker (that mutate source
code) and the other team as defenders (that write JUnit test cases to kill the mutants created by the attackers) [35]. In
the second round the roles were switched between the teams [37]. In another course, students instead played both as
attacker and as defenders on open games [36]. In the fourth course, the combination of SQLTest and GoRace tools is
used to support a complex gamification environment where a sequence of tasks involving different testing activities
were asked to be solved by students.

Regarding the three cases that use gamification approaches without the support of a specific tool, in two courses
gamification mechanisms are applied by introducing, for example, point-based reward systems, awards, or badges to
incentive students in competitive activities based on test case design. For example, in one course a philosophical game
was proposed, which did not involve the writing of executable test cases (" We have two black balls and two coins that
look the same but have differences. Students need to find the differences by measuring, weight, properties, etc.”). In the third
course, the gamification of reviewing unit test code for readability issues and suggested improvements was proposed.

Regarding the gamification elements that they adopted, there were only four answers showing the use of Point-base
rewards (2), Ranking (2), Awards and Badges (1) as gamification elements. As shown by the low number of responses
and the low number of gamification elements used, we believe that there is a lack of knowledge about the impact that
gamification elements can have on learning.

Moreover, we asked to all teachers if they think that gamification could be a valid support for the future improvement
of their software testing courses. 31 out of 49 teachers (63%) answered this question, whereas the others preferred
to not answer it. We believe that participants who don’t want to answer this question may not know how to use
gamification or if there are gamified approaches available that can be used in their courses. For 9 out of 31 teachers
answering the question, mainly timing constraints make that they are not interested in the introduction of gamification
activities on their courses. Another 5 teachers, instead, are generally in favour for the introduction of these practices
but did not provide any indications about the testing topics in which such gamification approaches could be more
useful. Finally, the last 17 teachers provided more detailed indications, suggesting their liking for the introduction of
gamification approaches in test case design and implementation and for practicing with testing strategies such as use
case testing, scenario testing, equivalence partitioning, boundary analysis, white box testing, coverage-based testing
and mutation-based testing.

Despite recent works in literature have evidenced the use of gamification to ignite intrinsic motivation of students to
practice complex topics [53], and the use of gamification to improve the learning effectiveness [10], we understand
teachers’ thoughts regarding the use of gamification in testing courses. The introduction of gamification requires a
detailed plan of the topics that will be practised with gamification and the topics that will be practised with other
techniques, considering that a balance between gamification and other approaches is paramount to reap the benefits of
gamification. Furthermore, as the use of gamification is still a promising technique to improve learning of complex topics,
introducing gamification requires effort in terms of design and implementation of the gamified experience and a clear
way to measure learning outcomes. We advocate that providing teachers with a repository with gamified approaches
and guidelines on how to start using gamification will help to improve teachers’ perceptions of the usefulness of using

gamification in testing courses.

4Code Defenders, https://code-defenders.org/
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Table 9. Summary of Answers to the question "Which testing topics taught in the course (if any) would need improved teaching
materials?”

Testing Topic # of answers
Acceptance testing

Coverage based testing
Functional testing

Fuzzing

GUI Testing

Integration testing

Testing methodology
Model-based testing

Mutation Testing
Specification-based testing
TDD

Teacher training

Test Automation

Test cases examples / exercises
Test execution environments
Generic

o S I R S N T I =Sy CR CRN

—_
S

No specific requested improvements
No answers

oo

4.6 RQ6 : Are the teachers satisfied with the available teaching materials? What are their main desiderata

about them?

The final questions of the survey were aimed at collecting opinions about the quality of teaching as perceived by the
teachers themselves and the opportunities to improve it. 18 out of 49 (37%) teachers said that they were satisfied by the
teaching materials they used, while the rest (63%) said that it could be improved. Two of them suggested the need for
more exercises and real use cases to be used instead of toy examples. We asked teachers for which testing topics they
felt that there is lack of available teaching material. We received very fragmented answers, which we have summarized
in Table 9. Although the majority of respondents asked for generic materials, a part of them explicitly mentioned
specific testing topics such as Acceptance testing, Coverage-based testing, Fuzzing, GUI Testing, Integration testing,
Model-based testing, Specification-based testing and TDD.

More specifically, we asked them what types of teaching Materials they would like to see improved. The most
common answer was "solved examples and exercises" (requested by 19 out of 49 teachers). It is interesting to note that
6 out of 49 teachers requested new books, while other answers included real-world examples, systems to test, tutorials,
videos and gamification examples.

Some teachers made more specific suggestions for specific materials or gamification tools. For example, some of them
requested “a tool that shows the traceability from requirements to testing in real time”, “tools that provide a sequence
of testing exercises with automatic feedback”, “real systems with known bugs that students can use to practice the
techniques learned in the course”, “online resources students could explore with testing challenges”. Finally, one teacher
suggested that “all the software testing teachers could be linked in some social network and share the material they use
for the course (books, slides, etc.), as well as the solved examples and testing exercises, and how they do exams. Sharing
knowledge, insights, and materials among teachers could be very useful. Such materials (the one to do exams) should
not be available to everyone (students), but only to teachers”.
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5 Discussion

In this Section we analyse the reported survey data in relation with current trends emerging from the scientific literature

on software testing education, and outline the main insights and key takeaways.

RQ1: Organizational characteristics. The organizational characteristics of software testing courses found in the survey

reflect existing trends in both the EU [74] [12] and other regions [56]. Commonalities include:

o The concentration of dedicated courses at the master’s level.
e Limited integration of advanced testing topics in undergraduate programs.

o The use of practical, hands-on assessments in specialized courses.

These trends highlight shared challenges across regions, including a lack of alignment with industry needs and
limited emphasis on testing at the undergraduate level. Addressing these issues will require global efforts to modernize
curricula and expand the role of testing in software engineering education.

A possible reflection about this point is that software engineering education needs a global rethinking of curricula,
ensuring testing concepts should be introduced earlier, emphasized more strongly, and aligned with professional
practice. This is not just a local issue but a shared international challenge, calling for collaboration between academia

and industry to modernize how testing is taught.

RQ2: Taught testing topics. Regarding the taught testing topics, the survey showed that:

o Teachers report using fragmented and inconsistent resources for software testing course design, with limited
reliance on established frameworks like SWEBOK and ACM Curricula.

o Functional testing is almost universally taught in both dedicated software testing (ST) and broader software
engineering courses (NST).

o Non-functional testing (e.g., performance, usability, security) is rarely included.

e Automated testing practices and model-based testing are the most commonly included teaching practices in ST

courses, but NST courses primarily focus on manual and scripted testing.

Garousi et al. [42] and Barrett et al. [12] identify that teachers often lack sufficient guidance or standardized resources
to implement effective testing education. The survey reflects this issue, emphasizing the need for better teacher support
through standardized resources and professional development opportunities.

Previous studies, such as those by Garousi et al. [42], highlight that non-functional testing topics are often overlooked
in academic curricula, despite their significance in industry. Studies by Valle et al. [76] in Brazil and Hanna [45] globally
also identified that universities insufficiently address advanced testing topics, leaving a mismatch with industry needs.
The survey confirms this trend, suggesting a persistent gap in teaching non-functional testing due to limited time,
resources, or focus on industry needs.

The main takeaway is that education is lagging behind industry needs, delivering graduates not fully prepared for
real-world testing challenges. Without intentional curriculum reform, stronger institutional guidance by standardized
curricula and frameworks, stronger collaboration between academia and industry, this gap will persist globally, limiting

the readiness of future software engineers.

RQ3: Adopted testing teaching practices. With respect to the six testing teaching practices investigated, our study
showed:
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e Test-Driven Development is the most frequently adopted software testing teaching practice. This is followed by
an early introduction to testing, and the adaptive learning model.

o Few courses introduce active learning approaches like gamification or real-world project-based exercises, despite
their potential to improve engagement and understanding.

o The least frequently adopted software testing teaching practices are case-based learning and automated assess-

ment methods.

After a comparison with the current research trends we found that the prevalence of TDD is similar to the prevalence
it has in current curricula. However, the research on adaptive learning models, case-based learning and an early
introduction to software testing turned out to be less prevalent in research than in current curricula. Lastly, automated
assessment methods turned out to be more widely researched than they have already been integrated with curricula.

The reflection that emerges here is that a closer alignment between research and teaching practice is needed. Research
should pay more attention to the methods already used in classrooms, while educators should be supported in adopting
evidence-based practices like automated assessments and active learning. This gap highlights the importance of bridging

research and practice to modernize software testing education effectively.

RQ4: Adopted educational tools. The survey results show that educational tools are still underutilized in academic
software testing courses. This is consistent with findings in the literature, such as those by Garousi et al. [40], which
highlight the limited integration of specialized educational tools despite their potential benefits in engaging students
and enhancing testing proficiency.

Most of the tools used by surveyed educators (e.g., Selenium, JUnit, Mockito) are industry-standard tools rather than
ones specifically designed for educational purposes. Only a minority of instructors reported using tools like Bug Hunt,
WebIDE, or Code Defenders, which are explicitly created to support interactive or gamified learning in testing education
contexts. This low adoption reflects what Garousi et al. [43] and Pedreira et al. [59] identified as a gap between proposed
solutions and real-world classroom uptake. Although many educational tools have been developed and described in
the literature, few have achieved widespread use—possibly due to a lack of visibility, integration guidance, or teacher
support.

The main takeaway is that further research is required to investigate strategies for increasing the adoption of
educational tools in software testing courses. This may include developing frameworks for seamless integration of
such tools into existing curricula, enhancing their visibility among instructors, and providing guidance or training to

support effective classroom implementation.

RQ5: Adopted gamification approaches. The survey data showed that gamification was rarely used, with 86% of
courses not using any gamification approach by teachers. In terms of intention to use gamification approaches, only
34% of teachers were in favour of doing so, and clearly indicated in which testing topics they would use gamification to
improve students’ practice.

Despite recent studies in the literature show that gamification can increase student engagement in learning software
testing, with positive effects on performance [15] [69] [22] [33] [34], our survey highlights the need to promote the
benefits of using gamification, to provide clear guidelines on how to start using gamified approaches, and to facilitate
the use of freely available open-source gamified approaches for testing education.

The key insight is that gamification adoption is not primarily a matter of willingness but of support and resource
availability, underscoring the importance of bridging research findings with actionable teaching strategies.
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RQ6: Teacher satisfaction. The findings related to RQ6—teachers’ satisfaction with current teaching materials—also
align with recent literature. While many teachers reported using slides and exercises, only 41% of ST course instructors
and 15% of NST instructors reported using textbooks, and a striking 27 different books were listed, with no single title
dominating. This fragmentation points to the lack of consensus on core references, as also noted by Hanna [45] and
Tramontana et al. [74].

This dispersion confirms what has been described in literature as a “lack of unified teaching material” or a “pedagogical
patchwork” [43], which results in instructors building or curating their own resources—an effort that is often time-
consuming and inconsistent.

Moreover, several respondents expressed desiderata for improved support materials, especially for practical exercises
and case studies, echoing calls in the literature for high-quality, shareable resources that can help standardize and
elevate software testing education.

Also worth noting is the limited adoption of real-world industrial examples, which the literature consistently
advocates for as a means to bridge the gap between academic learning and professional readiness. Studies such as
Elgrably et al. [32] and Doorn et al. [27] have emphasized the motivational and educational value of authentic, non-toy
problems, yet their uptake remains rare in our sample.

The broader reflection is that advancing software testing education will require collective initiatives to standardize
resources, promote the adoption of authentic case studies, and provide teachers with accessible, high-quality, and
shareable materials. Projects like ENACTEST? [26, 54] explicitly target this issue by developing modular “teaching
capsules” and aligning resources with industry needs. As a pioneering initiative, it provides a repository of current
industry testing needs and a repository of educational materials (capsules) that teachers can easily use to transform
the way testing is included in curricula, showing that coordinated efforts can help overcome fragmentation and better

support both instructors and students.

6 Threats to validity

Our study design and data analysis involve several considerations regarding validity. Below, we discuss potential threats

according to the classification of [81] and the steps taken to mitigate them.

6.1 Internal validity

To ensure that only relevant participants were included, we restricted the survey to teachers of courses that explicitly
cover software testing topics. The survey was not released publicly, thereby reducing the likelihood of responses from
individuals not meeting our inclusion criteria. Additionally, a dedicated question verified whether respondents were
indeed teaching such a course. During data cleaning, two responses were excluded because the teachers declared that

their courses did not include software testing.

6.2 Construct validity

The survey predominantly consisted of closed-form questions to reduce ambiguity and facilitate consistent interpretation.
To further enhance clarity, we adopted the ISO/IEC/IEEE 29119-2022 standard to classify the subjects taught and
provided precise definitions for potentially unfamiliar terms (e.g., Case-Based Learning). Open-ended answers were

systematically coded by two authors, and inconsistencies (e.g., items labeled as both tools and frameworks) were

Shttps://enactest-project.eu
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reconciled collaboratively by multiple authors. This process reduced the risk of misinterpretation and improved

consistency.

6.3 Reliability

Data filtering, coding, and interpretation were performed collaboratively by multiple authors, which reduced the
influence of individual bias and ensured consistency. All authors subsequently reflected on the interpretation of the
results and the presentation of findings, reinforcing consensus. The anonymized dataset is publicly available, supporting

transparency and replicability.

6.4 External validity

The surveyed teachers were exclusively affiliated with public universities in Western Europe. While this provides a
degree of homogeneity in terms of educational structures (e.g., degree levels, ECTS system), it limits the generalizability
of the results to other regions and institutional settings. To partially mitigate this threat, we made the anonymized
dataset available online, enabling other researchers to replicate or extend the study. Future work should extend the
survey to a more geographically and institutionally diverse set of participants to validate and generalize the findings at

a global scale.

7 Conclusions

This study provides a contemporary snapshot of university-level software testing education in Western Europe,
offering insights directly from instructors rather than relying on secondary data or course descriptions. By capturing
organizational aspects, taught topics, teaching practices, and perceptions of available resources, our study complements
and updates earlier surveys, whose data often predate recent curricular and technological changes.

Our study confirmed prior findings on the testing topics covered in courses but also showed that ACM and SWEBOK
recommendations are rarely adopted. Teaching practices are dominated by Test Driven Development, with adaptive and
case-based learning used more sporadically, while early introduction of testing and the use of industry examples remain
uncommon. The adoption of educational tools is limited, mainly due to the absence of widely supported platforms
and materials, and gamification approaches are rarely employed owing to insufficient guidance for their effective
integration.

These findings underline persistent challenges in bridging academic practices with industry demands, but also
reveal opportunities: the increasing adoption of TDD and automated assessment suggests readiness to integrate more
innovative practices if suitable materials and guidance are available. Likewise, the lack of widely supported platforms,
materials, and gamification approaches highlights the need for future work on developing improved teaching resources
that directly address the needs identified by the educators in our study.

Our publicly available dataset can serve as a foundation for comparative analyses, longitudinal studies, and the
design of interventions aimed at improving alignment, tool adoption, and the sharing of resources across institutions.
Building on this evidence, future work should both foster a more consistent and industry-relevant approach to software
testing education and include a redesign of the survey to capture the evolution of teaching practices, particularly in

response to the proliferation of disruptive technologies such as AL
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